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**Постановка задачи:**

Задача 1 (файл field.py)

Необходимо реализовать генератор field. Генератор field последовательно выдает значения ключей словаря. В качестве первого аргумента генератор принимает список словарей, дальше через \*args генератор принимает неограниченное количество аргументов. Если передан один аргумент, генератор последовательно выдает только значения полей, если значение поля равно None, то элемент пропускается. Если передано несколько аргументов, то последовательно выдаются словари, содержащие данные элементы. Если поле равно None, то оно пропускается. Если все поля содержат значения None, то пропускается элемент целиком.

Задача 2 (файл gen\_random.py)

Необходимо реализовать генератор gen\_random(количество, минимум, максимум), который последовательно выдает заданное количество случайных чисел в заданном диапазоне от минимума до максимума, включая границы диапазона.

Задача 3 (файл unique.py)

Необходимо реализовать итератор Unique(данные), который принимает на вход массив или генератор и итерируется по элементам, пропуская дубликаты. Конструктор итератора также принимает на вход именованный bool-параметр ignore\_case, в зависимости от значения которого будут считаться одинаковыми строки в разном регистре. По умолчанию этот параметр равен False. При реализации необходимо использовать конструкцию \*\*kwargs. Итератор должен поддерживать работу как со списками, так и с генераторами. Итератор не должен модифицировать возвращаемые значения.

Задача 4 (файл sort.py)

Дан массив 1, содержащий положительные и отрицательные числа. Необходимо одной строкой кода вывести на экран массив 2, которые содержит значения массива 1, отсортированные по модулю в порядке убывания. Сортировку необходимо осуществлять с помощью функции sorted. Необходимо решить задачу двумя способами:С использованием lambda-функции, без использования lambda-функции.

Задача 5 (файл print\_result.py)

Необходимо реализовать декоратор print\_result, который выводит на экран результат выполнения функции.Декоратор должен принимать на вход функцию, вызывать её, печатать в консоль имя функции и результат выполнения, после чего возвращать результат выполнения. Если функция вернула список (list), то значения элементов списка должны выводиться в столбик. Если функция вернула словарь (dict), то ключи и значения должны выводить в столбик через знак равенства.

Задача 6 (файл cm\_timer.py)

Необходимо написать контекстные менеджеры cm\_timer\_1 и cm\_timer\_2, которые считают время работы блока кода и выводят его на экран. После завершения блока кода в консоль должно вывестись time: 5.5 (реальное время может несколько отличаться). cm\_timer\_1 и cm\_timer\_2 реализуют одинаковую функциональность, но должны быть реализованы двумя различными способами (на основе класса и с использованием библиотеки contextlib).

Задача 7 (файл process\_data.py)

В предыдущих задачах были написаны все требуемые инструменты для работы с данными. Применим их на реальном примере.В файле data\_light.json содержится фрагмент списка вакансий.Структура данных представляет собой список словарей с множеством полей: название работы, место, уровень зарплаты и т.д.Необходимо реализовать 4 функции - f1, f2, f3, f4. Каждая функция вызывается, принимая на вход результат работы предыдущей. За счет декоратора @print\_result печатается результат, а контекстный менеджер cm\_timer\_1 выводит время работы цепочки функций. Предполагается, что функции f1, f2, f3 будут реализованы в одну строку. В реализации функции f4 может быть до 3 строк. Функция f1 должна вывести отсортированный список профессий без повторений (строки в разном регистре считать равными). Сортировка должна игнорировать регистр. Используйте наработки из предыдущих задач. Функция f2 должна фильтровать входной массив и возвращать только те элементы, которые начинаются со слова “программист”. Для фильтрации используйте функцию filter.Функция f3 должна модифицировать каждый элемент массива, добавив строку “с опытом Python” (все программисты должны быть знакомы с Python). Пример: Программист C# с опытом Python. Для модификации используйте функцию map. Функция f4 должна сгенерировать для каждой специальности зарплату от 100 000 до 200 000 рублей и присоединить её к названию специальности.

**Текст программы и анализ результатов:**

Задача 1 (файл field.py)

def field(*items*, \**args*):

*assert* len(args) > 0

*for* item *in* items:

*if* len(args) == 1:

            key = args[0]

*if* key in item and item[key] is not None:

*yield* item[key]

*else*:

            filtered\_item = {key: item[key] *for* key *in* args *if* key in item and item[key] is not None}

*if* filtered\_item:

*yield* filtered\_item

*# Пример использования*

goods = [

    {'title': 'Ковер', 'price': 2000, 'color': 'green'},

    {'title': 'Диван для отдыха', 'color': 'black'}

]

*# Проверка для одного аргумента*

*for* title *in* field(goods, 'title'):

    print(title)

*# Проверка для двух аргументов*

*for* item *in* field(goods, 'title', 'price'):

    print(item)
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Задача 2 (файл gen\_random.py)

*import* random

def gen\_random(*count*, *minim*, *maxim*):

*for* \_ *in* range(*count*):

*yield* random.randint(*minim*, *maxim*)

*for* num *in* gen\_random(5, 1, 3):

    print(num)
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Задача 3 (файл unique.py)

class Unique(object):

    def \_\_init\_\_(*self*, *items*, \*\**kwargs*):

*self*.items = *items*

*self*.ignore\_case = *kwargs*.get('ignore\_case', False)

*self*.seen = set()

*self*.iterator = iter(*items*)

    def \_\_next\_\_(*self*):

*while* True:

*try*:

                item = next(*self*.iterator)

                key = item.lower() *if* *self*.ignore\_case and isinstance(item, str) *else* item

*if* key not in *self*.seen:

*self*.seen.add(key)

*return* item

*except* StopIteration:

*raise* StopIteration

    def \_\_iter\_\_(*self*):

*return* *self*

*if* \_\_name\_\_ == "\_\_main\_\_":

    data = ['abc', 'def', 'ABC', 'ghi', 'DEF', 'jkl']

    unique\_items = Unique(data, *ignore\_case*=True)

*for* item *in* unique\_items:

        print(item)
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Задача 4 (файл sort.py)

*# with Lamda*

data = [4, -30, 30, 100, -100, 123, 1, 0, -1, -4]

print(data)

sorted\_data = sorted(data, *key*=lambda *x*: abs(*x*), *reverse*=True)

print(sorted\_data)

*# without Lamda*

data = [2, -10, 20, 160, -120, 123, 1, 0, -1, -4]

print(data)

sorted\_data = sorted(data, *key*=abs, *reverse*=True)

print(sorted\_data)

![](data:image/png;base64,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)

Задача 5 (файл print\_result.py)

def print\_result(*func*):

    def wrapper(\**args*, \*\**kwargs*):

        result = *func*(\**args*, \*\**kwargs*)

        print(*func*.\_\_name\_\_)

*if* isinstance(result, list):

*for* item *in* result:

                print(item)

*elif* isinstance(result, dict):

*for* key, value *in* result.items():

                print(f"{key} = {value}")

*else*:

            print(result)

*return* result

*return* wrapper

@print\_result

def test\_1():

*return* 1

@print\_result

def test\_2():

*return* 'iu5'

@print\_result

def test\_3():

*return* {'a': 1, 'b': 2}

@print\_result

def test\_4():

*return* [1, 2]

*if* \_\_name\_\_ == '\_\_main\_\_':

    print('!!!!!!!!')

    test\_1()

    test\_2()

    test\_3()

    test\_4()
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Задача 6 (файл cm\_timer.py)

*import* time

*from* contextlib *import* contextmanager

class cm\_timer\_1:

    def \_\_enter\_\_(*self*):

*self*.start\_time = time.time()

*return* *self*

    def \_\_exit\_\_(*self*, *exc\_type*, *exc\_val*, *exc\_tb*):

        end\_time = time.time()

        elapsed\_time = end\_time - *self*.start\_time

        print(f"time: {elapsed\_time:.1f}")

@contextmanager

def cm\_timer\_2():

    start\_time = time.time()

*try*:

*yield*

*finally*:

        end\_time = time.time()

        elapsed\_time = end\_time - start\_time

        print(f"time: {elapsed\_time:.1f}")

*if* \_\_name\_\_ == "\_\_main\_\_":

*from* time *import* sleep

*with* cm\_timer\_2():

        sleep(5.5)

*with* cm\_timer\_2():

        sleep(5.5)
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Задача 7 (файл process\_data.py)

*import* json

*import* sys

*import* time

*from* contextlib *import* contextmanager

path = "C:/Users/ann18/OneDrive/Desktop/bmstu/3sem/PCPL/lab3-4/data\_light.json"

*with* open(path, *encoding*="utf8") *as* f:

    data = json.load(f)

@contextmanager

def cm\_timer\_1():

    start\_time = time.time()

*yield*

    end\_time = time.time()

    elapsed\_time = end\_time - start\_time

    print(f"time: {elapsed\_time}")

def print\_result(*func*):

    def wrapper(\**args*, \*\**kwargs*):

        result = *func*(\**args*, \*\**kwargs*)

        print(result)

*return* result

*return* wrapper

@print\_result

def f1(*arg*):

*return* sorted(list(set([job['job-name'].lower() *for* job *in* *arg*])))

@print\_result

def f2(*arg*):

*return* list(filter(lambda *job*: *job*.startswith('программист'), *arg*))

@print\_result

def f3(*arg*):

*return* list(map(lambda *job*: *job* + ', с опытом Python', *arg*))

@print\_result

def f4(*arg*):

    salary = [str(i) *for* i *in* range(100000, 200001)]

*return* list(zip(*arg*, salary))

*if* \_\_name\_\_ == '\_\_main\_\_':

*with* cm\_timer\_1():

        f4(f3(f2(f1(data))))